INTRODUCTION

When web applications enable one-to-one interaction and store user-specific information, they require users to create an account (REGISTRATION) and choose unique credentials to access the web applications. Registering may require users to enter a set of alphanumeric characters from a distorted image to prevent spam and ensure that registering users are human and not automated computer programs (CAPTCHA, Completely Automated Public Turing test to tell Computers and Humans Apart).

Once unique credentials are established, users can identify themselves (LOG IN) and store and access their personal information. After logging in and accomplishing desired tasks, users often need a way to exit the application to ensure that unauthorized users cannot access and modify their account information (LOG OUT). Many applications also have provisions for automatically logging out users after a certain period of inactivity (AUTOMATIC LOGOUT).

Because many web applications are used occasionally, users often forget their login information and need a way to retrieve it. Depending on the security level of the applications, users may be asked to provide one or more pieces of unique information about their account. It can be as simple as providing the email address associated with the account or answering one or more security questions that were established during registration (FORGOT USERNAME/PASSWORD).

REGISTRATION

Problem

Web applications often need to uniquely identify users. The reasons include preventing unauthorized access to personal and sensitive information (e.g., financial or health records), increasing convenience (e.g., storing billing and shipping addresses), and enabling sharing (e.g., photos). Despite such benefits, users often hesitate when providing personal information and often shy away from applications that require them to set up an account.
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Solution

Delay registration for as long as possible and allow users to explore the application so that they fully understand the benefits of setting up an account. In addition, if users are willing to forego some convenience, make it possible for them to transact without registering. Topix.net found a significant increase in the number of posts and a substantial improvement in their quality when they removed the registration requirement from their discussion forums (Blake, 2006). When registration unavoidable, clearly indicate the benefits of registration and ask users only for the information necessary to set up an account (Figure 3.1).

Why

For most applications, setting up an account or registering is not one of the users' goals. Their goals typically include purchasing an item, sharing information, paying bills, and so forth. Asking users to register is usually an interruption in their interaction experience, since it distracts them from their primary goals. Therefore, registration should be delayed as long as possible. This is common in e-commerce applications (e.g., Amazon, Buy.com), content portals (e.g., Yahoo!, MSN, Morningstar), and content-sharing applications (e.g., Flickr, YouTube, SlideShare), which allow users to explore content without a user account. Only when users want to make a purchase, add content, make comments, or customize an application's look and feel do these web applications require users to register. Thus, delaying registration also allows users to experience the application's benefits and better understand the need and value of setting up an account.

How

First and foremost, keep registration forms as short as possible and ask only for essential information (Figure 3.2). For most applications, this includes a unique username (or user ID or email address) and associated password.
Because users cannot see the password they entered, ask them to confirm the password by reentering it. In addition, if required for legal reasons, ask them to agree to the usage terms and conditions.

When users need to set up an account, it’s important that forms are as short as possible and ask only for relevant information so that users are distracted only for a very short period of time and can continue to accomplish their goals. Asking for nonessential information increases the time it takes to register and increases the chances of user errors. This may cause a user to abandon registration or provide incorrect or nonsensical data.

When asking users for any personally sensitive information, such as birth date, gender, race, and so forth, clearly indicate why the information is needed and how it will be used (Figure 3.3).

**CONSIDER USING AN EMAIL ADDRESS FOR A USERNAME**

When registering, users are often required to choose a unique identifier for their account such as a username or email address. Email addresses are often a better choice because they are always unique and are easier to remember even when users have multiple email accounts. In addition, when users have to be reminded of their login credentials, it’s easier to send the reminder information to their registered email address (see FORGOT USERNAME/PASSWORD pattern later in this chapter).

**USE CAPTCHA TO ENSURE REGISTRATION BY HUMANS**

An increasing number of automated web crawlers have made it difficult to distinguish them from legitimate human users. Use CAPTCHA as part of the registration form to minimize registration by such automated agents (Figure 3.4).
CAPTCHA requires users to type characters from a distorted image containing letters and/or numbers before they can register. The ability to correctly identify characters from the distorted image is used as sufficient evidence that the user is human and not an automated agent (see the CAPTCHA pattern next).

Although the use of CAPTCHA is becoming common, it is yet one more piece of information users have to provide and should be avoided, if possible.
Calbucci (2008) found that removing CAPTCHA from the registration form improved the conversion rate by 9.2 percent on Sampa (www.sampa.com).

**CONSIDER THE “LAZY” REGISTRATION APPROACH**

As mentioned, registration is often an interruption in users’ interaction experience. Therefore, delay registration as much as possible and allow users to explore the application before asking them to register. For instance, Morningstar asks users to register or log in only when they land on a page that requires them to provide sensitive information (e.g., creating an investment portfolio) or when they are accessing content reserved for paying customers.

To make the registration process as efficient as possible, even when it is delayed, an option is to use a “lazy” registration approach, which is collecting information about users using browser cookies as they interact with the application. As Mahemoff (2006) states:

> As the user interacts with the application, the account accumulates data. In many cases, the data is explicitly contributed by the user, and it’s advisable to expose this kind of information so that the user can actually populate it. In this way, the initial profile may be seen as a structure with lots of holes. Some holes are eventually filled out automatically and others by the user himself. (p. 475)

By collecting information in the background, when users are presented with the registration form, some of the registration fields can be prepopulated, requiring users to verify collected information rather than enter it. For example, if a user signs up for an email newsletter, the application has the user’s email address, which it can prepopulate on the registration form.

**CONSIDER ELIMINATING REGISTRATION**

Offer users the option to have access without registering in applications where they may just want to complete transactions quickly. This is common in e-commerce applications, especially those that support gift registries, where users may just want to purchase a gift and leave the application (Figure 3.5). Users may be prompted to register at the end of the transaction (or checkout process) with clearly listed benefits for doing so (e.g., track the order).

**CLEARLY INDICATE REGISTRATION BENEFITS**

For web applications where it’s not possible to delay registration, clearly indicate registration benefits to users (Figure 3.6).

For many applications, listing benefits may not be sufficient, especially when registering is not free. In such instances, offer users the option to take a guided tour that explains the benefits of using the application and/or allow them to set up a free-trial account for a limited time period or with restricted functionality (Figure 3.7).
CONSIDER USING “UNIFIED REGISTRATION” SERVICES

Remembering login information for more than a few applications can be difficult for users and lead to practices that could compromise the security of their personal information (e.g., writing down login information or using very simple passwords). Even when security is not a concern, forgetting login information could result in unnecessary delays in accomplishing tasks. Therefore, if feasible, allow users to register using “unified registration” services such as OpenID or Windows CardSpace.

An OpenID is an open standard that allows users to create and use one set of username and password to log in to any OpenID-enabled web application; for more information, visit www.openid.net. Thus, enabling support for OpenID can
either eliminate the need for registration or at least minimize the information required from users to set up an account (Figure 3.8). Because not all users can be expected to have OpenID accounts, supporting a normal registration process is still important.
VERIFY REGISTRATION

If necessary, require users to verify their registration to prevent fraud and ensure legitimate user accounts. This is commonly accomplished by sending a message with a confirmation link to the email address provided by users during registration. Only after users have returned to the application by clicking the confirmation link (or by pasting the registration URL in their browser address field) do they consider their registration complete. To ensure email reaches users’ email inboxes, ask them to check their spam folders (Figure 3.9).

ALLAY USERS’ PRIVACY CONCERNS

Users may be hesitant to register because they may not know how their personal information will be used. Include a brief privacy statement (e.g., “Your information will not be sold or shared”) followed by a link to a detailed privacy policy statement to address such concerns (Figure 3.10).
SET UP SECURITY QUESTIONS WHEN STORING SENSITIVE INFORMATION

Use security questions for web applications that require a higher level of security, such as for financial applications (Figure 3.11). Security questions can then be used to establish users’ identities when they log in and/or when they need help retrieving their forgotten login information (see the FORGOT USERNAME/PASSWORD pattern later in this chapter).

OPT-IN

Ask users to opt in instead of opt out if the company supporting the web application plans to communicate with them in the future or send promotional information (Figure 3.12). This is the first step to making sure email sent to users is CAN-SPAM 1 compliant (Dixon, 2004; see also the Federal Trade Commission’s SPAM home page at www.ftc.gov/spam/). The better practice is to use double opt-in, where upon opting in, users are sent an email confirmation with a link that they must click to finish the opt-in process.

In addition, set users’ expectations by explaining how frequently they will receive communication and what kind of messages will be sent. With the possibility of email communication being stopped by spam filters, ask users to adjust their spam filter settings appropriately or add the “from email address” to their contact lists.

RETURN USERS TO THE NEXT LOGICAL STEP IN THE INTERACTION SEQUENCE

Upon the completion of registration, return users to the “page of departure”—that is, the page from where they chose to register or were required to register.

1CAN-SPAM is a commonly used acronym for Controlling the Assault of Non-Solicited Pornography and Marketing Act of 2003. It became a law on January 1, 2004, and applies to most businesses in the United States that send commercial email. It provides email recipients with the right to opt out (unsubscribe).
For example, in an e-commerce application, if users are asked to register at checkout, return them to the page they are likely to see if they were already registered or logged in, such as the shipping information page.

**Related design patterns**

For many web applications, registration may be the first form users encounter. To create a successful user experience, it’s important to follow the patterns identified in Chapter 2—CLEAR BENEFITS, SHORT FORMS, REQUIRED FIELD INDICATORS, and ERROR MESSAGES. When presenting the registration form to users, it is important that they be given an option to LOG IN since they may have registered previously. In addition, because CAPTCHA often accompanies registration, follow the best practices identified in the following pattern.

**CAPTCHA**

**Problem**

The application needs to make sure that the action (e.g., register, provide feedback, send comment, and so forth) is initiated by a human rather than an automated agent to prevent creation of fraudulent accounts and fake responses.

**Solution**

Ask users to type characters from a distorted image that contains letters and/or numbers before they can register or provide comments or feedback (Figure 3.13).
Decoding distorted images is used as a validation that a user is human and not an automated agent, since automatically decoding a distorted image is computationally intensive. This method is referred to as CAPTCHA, which stands for Completely Automated Public Turing test to tell Computers and Humans Apart (Ahn, Blum, and Langford, 2004).²

Why
An increasing number of automated crawlers on the Web have made it difficult to distinguish them from legitimate human users. By asking users to do something that is relatively easy for humans to do but difficult for automated crawlers, the use of CAPTCHA makes it difficult, if not impossible, for bots and crawlers to interact with the application and submit forms.

How
CAPTCHA images typically have about four to five distorted alphanumeric characters; the alphabetical characters in the image may include both uppercase and lowercase ones. In addition, they may have lines through them, more than one distorted word, noisy backgrounds, and so forth (Figure 3.14). Users are asked to decode the image and enter the alphanumeric characters in the correct order (they may or may not be case sensitive) before submitting the form. Upon form submission, the response is verified, and users are either taken to the next step or presented with an error.

Recently, some sites have included simple math problems in CAPTCHA images such as $2 + 4$ or $4 \times 2$ that users must answer (Figure 3.15).

ALLOW USERS TO CHANGE THE CAPTCHA IMAGE
Users may find some CAPTCHA images too distorted to distinguish between some characters (e.g., the number 1 versus a lowercase l, or the number 9 versus 6).

² Many CAPTCHA images on the Web use the free CAPTCHA service offered by Carnegie Mellon University as part of their reCAPTCHA project, which helps digitize books by sending users digitized words as CAPTCHA that cannot be read by their OCR (optical character recognition) programs. For more information, visit [www.recaptcha.net](http://www.recaptcha.net).
a lowercase g). Therefore, users should be offered the option to change the CAPTCHA image by clicking on a “refresh” or “change” link (Figure 3.16).

**OFFER AUDITORY CAPTCHA TO MAKE APPLICATIONS ACCESSIBLE**

Because CAPTCHA is based on decoding the image, it presents an obvious obstacle for blind users or those with visual disabilities. They should be offered
Related design patterns

Use of CAPTCHA is common during registration, as most applications try to avoid fraudulent registrations by automated web crawlers (REGISTRATION). They are also common in discussion forums or blogs, where users can make comments or participate in communities (see the GROUPS/SPECIAL INTEREST COMMUNITY pattern in Chapter 9).

LOG IN

Problem

Users need to identify themselves so that they can access their account information and/or see customized or personalized versions of the web application. For example, users may want to check their emails (e.g., Hotmail, Yahoo! Mail), access their account to see the order status on an e-commerce application (e.g., Amazon, Dell), or see the customized version of their content portals (e.g., My Yahoo!, iGoogle).

Solution

Ask users to identify themselves by providing a combination of a unique identifier (e.g., username or email address) and password that they either chose when registering with the application or that was provided to them by the system administrator. Universal identity services that uniquely identify users, such as OpenID or Windows CardSpace, can be used as well to allow users to access a web application (Figure 3.18). In addition, to make it easy to access the application, consider offering users an option to let the application remember their login information.

Why

When a web application allows users to access their personal and/or sensitive information, it is important that users identify themselves by logging in with
a unique set of credentials that they established while registering with the application. While logging in is an important task to secure account information and avoid unauthorized access, users may consider it an obstacle to accomplishing their goals. In addition, for applications not visited frequently, users may forget their login credentials and may be locked out for some time period. Therefore, where feasible, users should be offered the option to let the application remember their login information.
application remember their login information. Offering users a “remember me” option eliminates the need to log in and makes it easier for them to accomplish their goals without unnecessary interruptions.

How

Require users to log in using their username or email and the password they provided during registration. However, like registration, logging in is an interruption to a user’s interaction experience. Therefore, delay it as much as possible. When logging in cannot be delayed for business reasons—for example, users must log in to select their delivery or pick-up store for ordering from food chains such as Domino’s or Pizza Hut for franchise obligations—consider alternative means for getting users closer to their goal—for example, ask them to provide their street address and/or zip code.

ECHO USERS’ PASSWORDS WITH NONCHARACTERS

Use the HTML tag `<input type="password" />` for the password field. It instructs the web browser to echo users’ input as asterisks or bullets in the password field. However, because users don’t receive any feedback on what they are entering, when a login error occurs, remove users’ input from the password fields. In addition, ask them to check the “Caps Lock” key if passwords are case-sensitive.

WHEN NECESSARY, OFFER SECURE LOGIN

When allowing users to access personal information that is sensitive in nature, make the login process “secure” by transmitting the information over a Secure Sockets Layer (SSL) connection. Also, let users know they are logging in using a secure protocol (Figure 3.19). This can help increase users’ trust in the web application.

OFFER USERS AN OPTION TO REGISTER

Designers usually strive to make their web applications more convenient to repeat users and typically ask users to log in only when they need to identify
themselves. Considering that users may not have registered with the web application, it’s important that they be offered an option to register (Figure 3.20).

**ENABLE USERS TO RETRIEVE FORGOTTEN LOGIN INFORMATION**

Users often forget their login information, especially when they do not access a web application frequently. Help users to retrieve forgotten login information by offering options such as “Forgot password?” and/or “Forgot username or password?” (Figure 3.21); see the FORGOT USERNAME/PASSWORD pattern later in this chapter.

**CONSIDER A TWO-STEP LOGIN FOR HIGHER SECURITY**

For security reasons, many financial applications require a two-step login to verify a user’s identity. The first step is very similar to the login process described so far—that is, asking users to provide their username or user ID and password. The second step requires users to answer a security question. The answer must match the one provided during registration for them to successfully log in and access their account (Figure 3.22). Although many financial institutions require users to respond to a randomly selected security question, it may become annoying for users to answer security questions every time they log in. To minimize frustration, offer users the option to skip the additional step by registering the computer they typically use to log in.
SINGLE SIGN-ON (SINGLE LOGIN)

Many web applications, especially business-to-business (that is, extranet) and business-to-employee (that is, intranet) applications, allow users to access one or more related applications based on their access rights. Such additional applications should be enabled for single sign-on (commonly referred to as SSO) so that once users have logged in, the same credentials are used to verify their identity with other applications. Users’ transition from one application to another should be seamless, and they should feel they are using the same application. For instance, once users have logged in to their Google Mail account, they do not have to log in again for accessing related applications such as Google Calendar and Google Documents.

CONSIDER ALLOWING THE USE OF “UNIVERSAL LOGIN” SERVICES

As mentioned earlier, allow users to log in using “universal login” services such as OpenID and Windows CardSpace (Figure 3.23). Such services allow users to create a unique digital identifier and use it to log in to any application supporting its use. This is similar to the SSO approach, except that users’ credentials are maintained by a third-party identity provider rather than the web application provider.
Like registering, logging in often distracts users from their goals and tasks. To minimize distractions, offer users the option to allow the application to remember their login information on their computers. Depending on the level of security and privacy concerns, such “remember me” options can be implemented in one of two ways:

1. **Remember both username and password** (Figure 3.24). This eliminates the login step completely for users as long as they use the same computer. Because browser cookies that are used to remember log in preference are stored on computers used to log in, users don’t have to log in as long as they access the application using the same computer or until the cookies expire or users delete them. For security reasons, the “remember me” function may be set to expire after a certain time period, such as two weeks or 30 days.

2. **Remember only the username** (Figure 3.25). This partial remembering option still requires users to enter their password to log in, but eliminates the need to enter their username. E-commerce applications
IconBuffet offers users the option to login with either a regular account (a) or with an OpenID (b).

Gmail offers users the option to remember their login information.

(e.g., Amazon) typically use this approach and require users to enter their password before making any purchases.

When the security of user information is critical, as in financial applications (e.g., Fidelity, CitiCards), it’s acceptable to trade-off user convenience for the prevention of misuse and identity theft and not offer the “remember me” option.
CONFIRM LOGIN

Clearly indicate to users when they have successfully logged in. This may be accomplished by a “Welcome, username” message or by simply showing a username (typically placed at top right of the page; Figure 3.26). This is especially important when users have opted to be remembered on a computer.

LOCKING USERS’ ACCOUNTS

When security is of utmost importance (e.g., finance applications), it is a reasonable precautionary measure to lock users out of their account after a certain number of unsuccessful login attempts. Users should be forewarned about this scenario after their first unsuccessful attempt (Figure 3.27). When locked out, users should be offered the phone number to call or the steps that they need to follow to unlock or reactivate their account.

Related design patterns

When asked to log in, users often realize they have forgotten their login information (FORGOT USERNAME/PASSWORD). In addition, if users have not created an account, they should be offered the option to set up one (REGISTRATION).
The LOG IN pattern is almost always accompanied by the LOG OUT pattern so that users can explicitly end their session with the application.

**LOG OUT**

**Problem**

After logging in and accomplishing desired tasks, users may want to end their session with the web application. They may want to do so for a variety of reasons:

- To prevent unauthorized users from accessing their personal information.
- To log out of one account and log in to another.
- To indicate that they have completed their task and no longer need access to the application.

**Solution**

Allow users to end their session by logging out (Figure 3.28).

**Why**

When users’ account information can be misused, it’s important that they be offered the option to log out. The ability to log out is particularly important for web applications because they are not installed on a specific computer and

![Washington Mutual indicates to users that their account access will be blocked after the fourth failed attempt.](image)
are accessible from anywhere as long as users have access to the Internet and a web browser. On one hand, this offers users the flexibility to access their information from anywhere (e.g., libraries, shared computers at work, Internet cafes, and so forth), but on the other hand, this ease of access opens opportunities for misuse and fraud. Therefore, users must be offered an explicit way to end their session.

**How**

Offer users a log out option. Typically, the “log out” option is placed in the top-right portion of the page or closer to the username. Consumer web applications where login information is saved for future visits, especially e-commerce applications, do not offer an explicit logout but provide users with an option to log in as another user or offer options such as “Not username?” They greet users with the message “Welcome, username” to indicate that the user is recognized (Figure 3.29). When an explicit logout option is not offered to users, ensure that users have to log in for any financial transactions (e.g., checkout) or account updates (e.g., change password).

**USE LABELS CONSISTENTLY**

Although this has minor usability implications, a relevant design issue is labeling the action that ends user sessions with the application. The common options are log out, log out, sign out, logoff, log off, and sign off. As the link represents an action, appropriate usage is log out, sign out, log off, or sign off. In the absence of any research evidence, a common practice is to complement the action users used when accessing the web application: For most consumer applications, Sign Out (to complement Sign In) is used, and for many business and technical applications, Log Out (to complement Log In) is used.
ACKNOWLEDGE LOGOUT
Clearly indicate to users that they are logged out. The acknowledgment may be in the form of:

- A dedicated “You’re Logged Out” page with appropriate choices for users to navigate to.
- The login page with the appropriate message indicating that the user is logged out.
- A non-logged-in visitor version of the page (this is common on content portals such as Yahoo!, MSN, iGoogle, and so forth).
- A combination of these choices—for example, a dedicated page with an automatic redirect after a certain time delay (Figure 3.30).

The choice often depends on the “initial” conditions for login. If a user is required to log in to access the application, return users to the login page when they log out with a message acknowledging logout because that typically doesn’t require confirmation unless users are going to lose data. This also allows users to log in again if they logged out by mistake. Alternatively, if users started with a version of the page for non-logged-in visitors before logging in, then return them to a similar page when they log out.

Related design patterns
The LOG OUT pattern accompanies the LOG IN pattern because when users have to log in to access the application, they are usually offered the option to log out.

AUTOMATIC LOGOUT
Problem
After logging in, users have stopped interacting with the application for a duration longer than expected, suggesting that they are either distracted or have abandoned the application but have forgotten to log out. By leaving their account in a logged-in state, users are exposed to misuse and abuse of their personal or sensitive data.

Solution
After a predetermined period of inactivity (e.g., 15–45 minutes), end users’ sessions by logging them out (Figure 3.31).

Why
Not only do automatic logouts help reduce the chances of unauthorized account accesses, but they also reduce the burden on the web server that maintains users’
FIGURE 3.30 Yahoo! uses a dedicated page indicating that users have signed out (a). After a brief delay, users are taken to the non-logged-in visitor version of the page (b).

FIGURE 3.31 Washington Mutual logs users out after an inactivity period of 15 minutes. They also make it easier for users to start a new session by offering a link to log in again.
session information. Automatic logouts are particularly important with new browsers, which allow tab-based browsing. Many users open multiple tabs and access several web applications and often forget to log out of their sessions.

**How**

For applications with security and/or privacy concerns, automatically log out users after a certain period of inactivity (i.e., session timeout). Typical session timeouts are 15- to 45-minute durations depending on the sensitivity of the data that may be exposed. As the session timeout is approaching, offer users a warning and give them an opportunity to stay logged in. Confirmation is especially useful in instances where user tasks are likely to take some time (e.g., in cases of multistep tasks like checkout) and likely data loss could be frustrating to users (Figure 3.32).

When session timeout occurs, the following are quite common:

- Users are taken to the Login page with a message that the session timed out (or suspended) and that they must log in to start a new session. This approach is useful when the data available on the screen are sensitive.
- Users are kept on the same page with a pop-up that indicates that the session was suspended and whether or not their data were saved (say, for example, in a “draft” status). This approach is not recommended when data available on the screen (behind the pop-up) are personal and/or sensitive.

For some applications, sessions can end if the browser window used to access the application is closed.

**SAVE USERS’ INFORMATION**

When automatically logging out users, consider saving their information. It could be annoying for users to have their session time out and discard all their data when they intended to finish what they started but were distracted for

![Figure 3.32](image_url)

**Figure 3.32** As session timeout approaches, Bellco prompts users and offers them an option to continue their current session. It also shows how users can change the session’s timeout duration.
some reason. For example, Gmail saves users’ incomplete emails in the “draft” state and marks them to indicate that they have a pending response.

ALLOW USERS TO SET DURATION OF SESSION TIMEOUTS

Users may want some web applications to have longer or shorter session timeout duration than the one defaulted by the application. This is common for applications that users may use all day, such as email, office productivity applications (e.g., word processing, spreadsheets), and status-monitoring applications (e.g., investment tracking). If timeouts are set for such applications, offer users an option to change the duration (Figure 3.33).

Related design patterns

AUTOMATIC LOGOUT is a fallback measure where users may forget to log out and therefore expose personal or sensitive information. It’s quite possible that users may not know how to log out of an application because the available option is hidden or not located where users expect it to be (LOG OUT).

FORGOT USERNAME/PASSWORD

Problem

Users often forget login information (username and/or password) and without it are unable to access the application.

Solution

Offer users options to remember or retrieve forgotten login information (Figure 3.34).

Why

Users often forget usernames and/or passwords, especially when they are accessing an application that they rarely use. Therefore, it’s important that users
have a way to remember that information or retrieve it. Because users typically realize that they have forgotten their credentials when asked to log in, the options to retrieve them should be provided near the login area. In situations where user accounts are not tied to private or sensitive information, sending a link to reset passwords via email is acceptable. However, when dealing with sensitive information, it’s important to take additional steps to verify identity before allowing users to reset or access their log in credentials.

How
Provide a “Forgot User ID (or Password)” link near the login area (Figure 3.35); if users’ email addresses are used for logging in, the “Forgot Password” link is sufficient.

SEND PASSWORDS TO REGISTERED EMAIL ADDRESS
If the web application being accessed doesn’t store personal information about users that can be misused (e.g., health-related or financial information), ask users to provide their username or the email address they used to register. Once verified, passwords can be emailed to them. For improved security,
instead of emailing the current password, assign users a temporary password that they can change as soon as they log in. Alternatively, users may be emailed a link to reset their password (Figure 3.36).

**CONFIRM USER IDENTITY WITH SECURITY QUESTIONS**

If the web application stores sensitive information, additional layers of security may be necessary to verify the identity of the user claiming to have lost log in information. Additional identification questions may include information that only the account owner knows, such as the last four digits of his or her Social Security number, account number, and so forth (Figure 3.37). The identification
may also require users to answer one or more security questions set up during registration.

**Related design patterns**

Users may realize that they have forgotten their username and/or password when they are prompted to log in. Therefore, options to retrieve them should be presented along with fields that are required to log in (LOG IN).

---

**FIGURE 3.37** Advanta, a credit card company, asks for several identification-related questions before resetting user ID and password.